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1932: von Neumann’s original formulation of quantum theory based on Hilbert spaces

1935: EPR \textit{weirdness} of non-locality: "spooky action at distance"

1993: Bennet et al. conceived the \textit{feature} of quantum teleportation.

Why did it take so long?
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\[
\frac{1}{4} \begin{pmatrix}
-1+i & 1+i & 1+i & -1+i & 1+i & 1-i & 1-i & 1+i \\
1+i & 1-i & 1-i & 1+i & -1+i & 1+i & 1+i & -1+i \\
1-i & -1-i & 1-i & 1+i & 1-i & -1-i & -1-i & 1-i \\
1+i & 1-i & 1-i & 1+i & 1-i & 1-i & 1-i & 1+i \\
1-i & -1-i & 1-i & 1+i & 1-i & 1-i & 1-i & 1+i \\
-1+i & 1+i & 1+i & -1+i & 1+i & 1-i & 1-i & 1+i \\
1+i & 1-i & 1-i & 1+i & -1+i & 1+i & 1+i & -1+i
\end{pmatrix}
\]

vs.

Figure 1.6 Contrasting a low-level and a high-level language for computer programs. The programs on the left and right perform the same task, but one is written in the low-level x86 assembly language, and one in the high-level language Ruby.

Figure 1.7 Contrasting a low-level and a high-level language for quantum processes, just like we contrasted the low-level and a high-level representation for digital data in Fig. 1.5, and a low-level and a high-level programming language in Fig. 1.6.

as well, for example, modelling meaning in natural language (Fig. 1.8), doing proofs in formal logic, control theory, and modelling electrical circuits. Diagrams are also becoming increasingly important in some fancy research areas of pure mathematics, such as knot theory, representation theory and
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https://www.azimuthproject.org/azimuth/show/Network+theory
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\[ c, d ::= \quad \begin{array}{cccc}
\bullet & \circ & \boxed{k} & \boxed{x} \\
\boxed{c} & \boxed{d} & \boxed{c} & \boxed{d}
\end{array} \]
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What is going on?

https://graphcallinearalgebra.net
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